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**Base de datos utilizada**

La base de datos utilizada es una de estudiantes la podemos observar a continuación
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Y luego tenemos la tabla de materias

![](data:image/png;base64,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)

**SELECT**

select \* from datawharehouse.estudiantes ;

+--------+----------+------+

| ced | nombre | edad |

+--------+----------+------+

| 456 | jordan | 34 |

| 1000 | sec | 34 |

| 1001 | tann | 45 |

| 1002 | gonazalo | 34 |

| 2133 | prom | 24 |

| 4564 | mintu | 45 |

| 349055 | sdfnksad | 23 |

+--------+----------+------+

7 rows in set (0.00 sec)

Selecciona todos los registros de la base de datos

**Select distinct**

select distinct edad from datawharehouse.estudiantes;

+------+

| edad |

+------+

| 34 |

| 45 |

| 24 |

| 23 |

+------+

4 rows in set (0.02 sec)

nos devuelve la edad sin repetición .

**Select count**

SELECT COUNT(DISTINCT edad) FROM datawharehouse.estudiantes;

+----------------------+

| COUNT(DISTINCT edad) |

+----------------------+

| 4 |

+----------------------+

1 row in set (0.17 sec)

El query nos devuelve la suma de la edad pero sin que esta se repita

SELECT count(edad) FROM datawharehouse.estudiantes;

+-------------+

| count(edad) |

+-------------+

| 7 |

+-------------+

1 row in set (0.00 sec)

Acá podemos observar que pasa si no aplicamos la palabra distinct .

**Where**

select edad ,nombre from datawharehouse.estudiantes where edad=34 or edad=23;

+------+----------+

| edad | nombre |

+------+----------+

| 34 | jordan |

| 34 | sec |

| 34 | gonazalo |

| 23 | sdfnksad |

+------+----------+

4 rows in set (0.00 sec)

Este query nos devuelve la edad y los nombres con la clausula where y el operador or , y toma un rango de edades comprendidas entre los 34 y 23 años

**Where Not-And-or**

select nombre from datawharehouse.estudiantes where not nombre ='prom';

+----------+

| nombre |

+----------+

| jordan |

| sec |

| tann |

| gonazalo |

| mintu |

| sdfnksad |

+----------+

6 rows in set (0.00 sec)

Así como podemos consultar un registro también podemos consultar donde no hay un registro ,por ejemplo en esta tabla buscamos con la condición donde el nombre no sea ‘prom’ o no empiece con ‘prom’

select nombre from datawharehouse.estudiantes where not nombre ='prom' and not nombre='sec';

+----------+

| nombre |

+----------+

| jordan |

| tann |

| gonazalo |

| mintu |

| sdfnksad |

+----------+

5 rows in set (0.00 sec)6 rows in set (0.00 sec)

Lo mismo aplica en este ejemplo ,aquí simplemente excluimos los valores “prom “ y “sec”

Nótese como cuando se usa el or una de las dos condiciones puede cumplirse mientras que con el and deben ser ambas condiciones

**Order by**

select \* from datawharehouse.estudiantes order by edad asc , nombre desc ;

+--------+-----------+------+

| ced | nombre | edad |

+--------+-----------+------+

| 1234 | alexander | 19 |

| 349055 | sdfnksad | 23 |

| 2133 | prom | 24 |

| 1034 | sezilia | 34 |

| 1000 | sec | 34 |

| 456 | jordan | 34 |

| 1002 | gonazalo | 34 |

| 1001 | tann | 45 |

| 4564 | mintu | 45 |

+--------+-----------+------+

Este query devuelve todos los datos ordenando la edad ascendentemente y ordenando los nombres descendentemente ,notese que lo primero en cumplirse es la edad ascendentemente y luego si hay dos valores iguales usa los nombres descendientemente par organizarlo

**INSERT**

insert into datawharehouse.estudiantes values (1034 , "sezilia", 34);

Query OK, 1 row affected (0.15 sec)

+--------+-----------+------+

| ced | nombre | edad |

+--------+-----------+------+

| 1234 | alexander | 19 |

| 349055 | sdfnksad | 23 |

| 2133 | prom | 24 |

| 1034 | sezilia | 34 |

| 1000 | sec | 34 |

| 456 | jordan | 34 |

| 1002 | gonazalo | 34 |

| 1001 | tann | 45 |

| 4564 | mintu | 45 |

+--------+-----------+------+

El siguiente query nos inserta los tres valores de nuestra database simplemente se hace sin especificar los nombres de las columnas

insert into datawharehouse.estudiantes (ced,nombre,edad) values (1035 , "daniel", 44);

Query OK, 1 row affected (0.15 sec)

+--------+-----------+------+

| ced | nombre | edad |

+--------+-----------+------+

| 1234 | alexander | 19 |

| 349055 | sdfnksad | 23 |

| 2133 | prom | 24 |

| 1034 | sezilia | 34 |

| 1000 | sec | 34 |

| 456 | jordan | 34 |

| 1002 | gonazalo | 34 |

| 1035 | daniel | 44 |

| 1001 | tann | 45 |

| 4564 | mintu | 45 |

+--------+-----------+------+

Sin embargo se pueden especificar los nombres de las columnas en las que se depositaran los datos

insert into datawharehouse.estudiantes (ced,nombre) values (1035 , "daniel");

Query OK, 1 row affected (0.15 sec)

+--------+-----------+------+

| ced | nombre | edad |

+--------+-----------+------+

| 1038 | daniel | NULL |

| 1234 | alexander | 19 |

| 349055 | sdfnksad | 23 |

| 2133 | prom | 24 |

| 1034 | sezilia | 34 |

| 1000 | sec | 34 |

| 456 | jordan | 34 |

| 1002 | gonazalo | 34 |

| 1035 | daniel | 44 |

| 1001 | tann | 45 |

| 4564 | mintu | 45 |

+--------+-----------+------+

11 rows in set (0.00 sec)

También se aceptan valores nulos dentro de un insert ,siempre y cuando no haya una llave primaria

**NULL**

select nombre from datawharehouse.estudiantes where edad is null;

+--------+

| nombre |

+--------+

| daniel |

+--------+

1 row in set (0.00 sec)

Para los select también es posible consultar que valores están nulos por ejemplo el nombre de la persona que no tiene edad

**UPDATE**

update datawharehouse.estudiantes set nombre= 'jose ' where edad=34 ;

+--------+-----------+------+

| ced | nombre | edad |

+--------+-----------+------+

| 456 | jose | 34 |

| 1000 | jose | 34 |

| 1001 | tann | 45 |

| 1002 | jose | 34 |

| 1034 | jose | 34 |

| 1035 | daniel | 44 |

| 1234 | alexander | 19 |

| 2133 | prom | 24 |

| 4564 | mintu | 45 |

| 349055 | sdfnksad | 23 |

+--------+-----------+------+

10 rows in set (0.00 sec))

la sentencia update nos permite actualizar el nombre de un estudiante donde la edad sea de 34

**DELETE**

delete from datawharehouse.estudiantes where nombre = "sdfnksad";

Query OK, 1 row affected (0.14 sec)

En el siguiente query podremos eliminar con delete una fila ,no la tabla sino una fila nada mas podemos usar el where con sus respectivos operadores and ,not ,or

**LIMIT**

select \* from datawharehouse.estudiantes where edad = 34 limit 2 ;

+------+--------+------+

| ced | nombre | edad |

+------+--------+------+

| 456 | jose | 34 |

| 1000 | jose | 34 |

+------+--------+------+

2 rows in set (0.00 sec)

No hay que olvidar que podemos filtrar las consultas con un limite de consultas en el ejemplo que se presenta los resultados se limitaron a solo dos registros

select \* from estudiantes limit 3;

+------+--------+------+

| ced | nombre | edad |

+------+--------+------+

| 456 | jose | 34 |

| 1000 | jose | 34 |

| 1001 | tann | 45 |

+------+--------+------+

3 rows in set (0.00 sec)

Acá se limitan a solo 3 registros

**MIN y MAX**

select min(edad) from datawharehouse.estudiantes ;

+-----------+

| min(edad) |

+-----------+

| 19 |

+-----------+

1 row in set (0.00 sec)

select max(edad) from datawharehouse.estudiantes ;

+-----------+

| max(edad) |

+-----------+

| 45 |

+-----------+

1 row in set (0.00 sec))

Min devuelve el menor valor de los registros ,y max el mayor ,el parámetro filtrado por max y min es edad

**COUNT AVG Y SUM**

select count(nombre)from datawharehouse.estudiantes where edad is not null ;

+---------------+

| count(nombre) |

+---------------+

| 8 |

+---------------+

1 row in set (0.00 sec)

Count nos devuelve el valor de la cantidad de nombres que hay en la tabla donde la condición es que no haya edad vacía , nos cuenta todos los registros y nos muestra 8 resultados

select avg(edad)from datawharehouse.estudiantes ;

+-----------+

| avg(edad) |

+-----------+

| 33.5000 |

+-----------+

1 row in set (0.00 sec)

AVG nos devuelve el promedio ,en este caso nos devuelve el promedio de las edades

select avg(ced)from datawharehouse.estudiantes ;

+-----------+

| avg(ced) |

+-----------+

| 1103.6667 |

+-----------+

1 row in set (0.00 sec)

En este caso el promedio le corresponde a las cedulas

**LIKE**

select nombre from datawharehouse.estudiantes where nombre like 'a%' ;

+-----------+

| nombre |

+-----------+

| alexander |

+-----------+

1 row in set (0.00 sec)

Acá lo que nos devolvieron fue el nombre que empezara con *“a”*

select nombre from datawharehouse.estudiantes where nombre like '%a%' ;

+-----------+

| nombre |

+-----------+

| tann |

| daniel |

| daniel |

| alexander |

+-----------+

4 rows in set (0.00 sec)

Devuelve todos los nombres que contengan una “*a”*  en cualquier posición

select nombre from datawharehouse.estudiantes where nombre like 'a\_\_\_%' ;

+-----------+

| nombre |

+-----------+

| alexander |

+-----------+

1 row in set (0.00 sec)

Devuelve los nombres que empiezan con a y tienen al menos 3 espacios

select nombre from datawharehouse.estudiantes where nombre like 'a%o' ;

Empty set (0.00 sec)

Devuelve los nombres donde se empiece con “*a”* y termine en *“o”,*  no hay ninguno con esas características

**SELECT** \* **FROM** datawharehouse.estudiantes **WHERE** nombre **LIKE** '\_a%';

Empty set (0.00 sec)

+------+--------+------+

| ced | nombre | edad |

+------+--------+------+

| 1001 | tann | 45 |

| 1035 | daniel | 44 |

| 1038 | daniel | NULL |

+------+--------+------+

3 rows in set (0.00 sec)

Este selecciona los registros los cuales la *“a”*  este en la segunda posición

**IN**

**select** \* **from** datawharehouse.estudiantes **where** edad **in** (34,50,23,19);

Empty set (0.00 sec)

+------+-----------+------+

| ced | nombre | edad |

+------+-----------+------+

| 456 | jose | 34 |

| 1000 | jose | 34 |

| 1002 | jose | 34 |

| 1034 | jose | 34 |

| 1234 | alexander | 19 |

+------+-----------+------+

5 rows in set (0.00 sec)

Selecciona los registros en los que la edad se encuentren entre los valores 34,50,23,19

**select \* from estudiantes where edad in (select edad where edad >18);**

**+------+-----------+------+**

**| ced | nombre | edad |**

**+------+-----------+------+**

**| 456 | jose | 34 |**

**| 1000 | jose | 34 |**

**| 1001 | tann | 45 |**

**| 1002 | jose | 34 |**

**| 1034 | jose | 34 |**

**| 1035 | daniel | 44 |**

**| 1234 | alexander | 19 |**

**| 2133 | prom | 24 |**

**+------+-----------+------+**

**8 rows in set (0.00 sec)**

También se pueden realizar sub consultar dentro de las consultas en este caso consultamos donde la edad sea mayor a 18

**BETWEEN**

**select nombre from datawharehouse.estudiantes where edad BETWEEN 19 and 39;**

**+-----------+**

**| nombre |**

**+-----------+**

**| jose |**

**| jose |**

**| jose |**

**| jose |**

**| alexander |**

**| prom |**

**+-----------+**

**6 rows in set (0.00 sec)**

Este query nos permite obtener valores que oscilen entre rangos ,por ejemplo la edad que se encuentre entre los 19 y 39 años

**select nombre from datawharehouse.estudiantes where edad BETWEEN 19 and 39 and nombre BETWEEN 'a' and 'z' ;**

**+-----------+**

**| nombre |**

**+-----------+**

**| jose |**

**| jose |**

**| jose |**

**| jose |**

**| alexander |**

**| prom |**

**+-----------+**

**6 rows in set (0.00 sec)**

No obstante también se pueden especificar letras ,en este caso que los nombres estén entre la a y la z

**ALIAS**

**select ced as c ,nombre as nom , edad as ed from datawharehouse.estudiantes;**

**+------+-----------+------+**

**| c | nom | ed |**

**+------+-----------+------+**

**| 456 | jose | 34 |**

**| 1000 | jose | 34 |**

**| 1001 | tann | 45 |**

**| 1002 | jose | 34 |**

**| 1034 | jose | 34 |**

**| 1035 | daniel | 44 |**

**| 1038 | daniel | NULL |**

**| 1234 | alexander | 19 |**

**| 2133 | prom | 24 |**

**+------+-----------+------+**

**9 rows in set (0.00 sec)**

Acá establecemos los alias para las filas ced como c , nombre como nom y edad como ed

**INNER JOIN**

select materia.id\_materia, estudiantes.\* from materia INNER join estudiantes on materia.id\_estudiante = estudiantes.ced ;

+------------+------+--------+------+

| id\_materia | ced | nombre | edad |

+------------+------+--------+------+

| 1 | 456 | jose | 34 |

| 3 | 1000 | jose | 34 |

| 4 | 1038 | daniel | NULL |

+------------+------+--------+------+

3 rows in set (0.00 sec)

nos devuelve la intersección de ambas tablas ,donde el id del estudiante sea igual al id de estudiante en la tabla materia ,podemos seleccionar todos los datos de estudiante

**LEFT JOIN**

select materia.id\_materia, estudiantes.\* from materia left join estudiantes on materia.id\_estudiante = estudiantes.ced ;

+------------+------+--------+------+

| id\_materia | ced | nombre | edad |

+------------+------+--------+------+

| 1 | 456 | jose | 34 |

| 3 | 1000 | jose | 34 |

| 4 | 1038 | daniel | NULL |

+------------+------+--------+------+

3 rows in set (0.00 sec)

Devuelve los resultados de la izquierda (solo id,acá pueden traerse todos los resultados y aparecerán en null las materias que no tienen relación con estudiante ) y todos los de la derecha(todos los datos) únicamente cuando hacen match los id’s ,los estudiantes sin relación los devuelve en null

select materia.\*, estudiantes.\* from materia left join estudiantes on materia.id\_estudiante = estudiantes.ced ;

+------------+----------------------+---------------+------+--------+------+

| id\_materia | nombre | id\_estudiante | ced | nombre | edad |

+------------+----------------------+---------------+------+--------+------+

| 1 | calculo diferencial | 456 | 456 | jose | 34 |

| 3 | calculo diferencial | 1000 | 1000 | jose | 34 |

| 4 | calculo diferencial | 1038 | 1038 | daniel | NULL |

+------------+----------------------+---------------+------+--------+------+

**RIGHT JOIN**

select materia.\*, estudiantes.ced , estudiantes.nombre from materia RIGHT join estudiantes on materia.id\_estudiante= estudiantes.ced;

+------------+----------------------+---------------+------+-----------+

| id\_materia | nombre | id\_estudiante | ced | nombre |

+------------+----------------------+---------------+------+-----------+

| 1 | calculo diferencial | 456 | 456 | jose |

| 3 | calculo diferencial | 1000 | 1000 | jose |

| 4 | calculo diferencial | 1038 | 1038 | daniel |

| NULL | NULL | NULL | 1001 | tann |

| NULL | NULL | NULL | 1002 | jose |

| NULL | NULL | NULL | 1034 | jose |

| NULL | NULL | NULL | 1035 | daniel |

| NULL | NULL | NULL | 1234 | alexander |

| NULL | NULL | NULL | 2133 | prom |

+------------+----------------------+---------------+------+-----------+

9 rows in set (0.00 sec)

Devuelve todos los valores de ambas tablas pero marcara en null los que no tienen relación estudiantes con materias, las materias sin relación no las mostrara

**select** estudiantes.ced , materia.id\_materia **from** estudiantes **FULL** **OUTER** **JOIN** materia **on** estudiantes.ced = materia.id\_estudiante **order** **by** **asc** ;

Este se supone que hace un full join , no obstante persiste enviando mensajes de error
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Un self join es una consulta normal a ella misma .

**UNION**

select \* from datawharehouse.estudiantes union select \* from datawharehouse.materia ;

+------+----------------------+------+

| ced | nombre | edad |

+------+----------------------+------+

| 456 | jose | 34 |

| 1000 | jose | 34 |

| 1001 | tann | 45 |

| 1002 | jose | 34 |

| 1034 | jose | 34 |

| 1035 | daniel | 44 |

| 1038 | daniel | NULL |

| 1234 | alexander | 19 |

| 2133 | prom | 24 |

| 1 | calculo diferencial | 456 |

| 3 | calculo diferencial | 1000 |

| 4 | calculo diferencial | 1038 |

+------+----------------------+------+

12 rows in set (0.00 sec)

El unión nos permite juntar dos columnas en este caso tengo dos consultas de todos pero de diferente tabla y esto lo devuelve en un solo query simplificando las ejecuciones

**GROUP BY**

select count(edad) , nombre from datawharehouse.estudiantes group by nombre desc;

+-------------+-----------+

| count(edad) | nombre |

+-------------+-----------+

| 1 | tann |

| 1 | prom |

| 4 | jose |

| 1 | daniel |

| 1 | alexander |

+-------------+-----------+

5 rows in set (0.00 sec)

Con el siguiente query podemos agrupar los resultados según la edad por ejemplo ,se puede también por ciudad , en este caso agrupamos las edades de las personas y sus nombres ,es decir nos dice cuantos valores tiene ese nombre

**select** **count**(materia.id\_estudiante), materia.nombre ,estudiantes.nombre **from** datawharehouse.materia **inner** **join** estudiantes **on** materia.id\_estudiante = estudiantes.ced **group** **by** materia.nombre **asc** ;

+------------------------------+----------------------+---------+

| count(materia.id\_estudiante) | nombre | nombre |

+------------------------------+----------------------+---------+

| 1 | calculo diferencial | rodrigo |

| 1 | calculo vectorial | jose |

| 1 | metodos numericos | daniel |

+------------------------------+----------------------+---------+

3 rows in set (0.00 sec)

Este corto query lo que devuelve es la cantidad de materias que hay el nombre de esas materias ,el nombre de los estudiantes luego se realiza un inner join para ver cuales son las que están relacionadas de id ,tanto como materia como estudiante y las organiza por el nombre de la materia ascendentemente ,cabe aclarar que si hubieran dos personas en alguna materia solo contaría la ultima en los resultados y no mostraría a ambos

**HAVING**

**select nombre from estudiantes where edad >16 having nombre = "jose" ;**

**+--------+**

**| nombre |**

**+--------+**

**| jose |**

**| jose |**

**+--------+**

**2 rows in set (0.00 sec)**

}

El having nos ayuda a especificar otra condicion , por ejemplo aquí solo se escogen los estudiantes donde su edad sea superior a 16 pero también donde su nombre sea jose

**EXISTS**

**select** nombre **from** estudiantes **where** **EXISTS** (**select** \* **from** materia **where** materia.nombre **is** **not** **null** );

**+-----------+**

**| nombre |**

**+-----------+**

**| rodrigo |**

**| jose |**

**| tann |**

**| anuel |**

**| jose |**

**| daniel |**

**| daniel |**

**| alexander |**

**| prom |**

**+-----------+**

**9 rows in set (0.00 sec)**

Acá garantizamos que si existe algo dentro de otra tabla podemos mostrar un nombre ,es como hacer una consulta indirectamente para obtener otra es decir una concatenación

**ANY ALL**

**select** **count**(nombre)**from** datawharehouse.materia **where** materia.id\_materia **is** **not** **null** = **all** ( **select** **count**(nombre)**from** datawharehouse.estudiantes **where** estudiantes.edad =34 );

**+---------------+**

**| count(nombre) |**

**+---------------+**

**| 0 |**

**+---------------+**

**1 row in set (0.00 sec)**

Con all es mas restrictiva la busqueda sin embargo con any se puede seleccionar cualquiera de los valores que se le den

**SELECT INTO**

**insert into estudentbackup select \* from estudiantes;**

**Query OK, 9 rows affected (0.21 sec)**

**Records: 9 Duplicates: 0 Warnings: 0**

Este comando nos permite insertar con un select de una tabla , pero primero se debe crear la tabla con los campos que tiene la tabla vieja sino no funcionara el resultado fueron los 9 registros copiados de un lado a otro

**select \* from estudentbackup ;**

**+------+-----------+------+**

**| ced | nombre | edad |**

**+------+-----------+------+**

**| 456 | rodrigo | 34 |**

**| 1000 | jose | 34 |**

**| 1001 | tann | 45 |**

**| 1002 | anuel | 34 |**

**| 1034 | jose | 34 |**

**| 1035 | daniel | 44 |**

**| 1038 | daniel | NULL |**

**| 1234 | alexander | 19 |**

**| 2133 | prom | 24 |**

**+------+-----------+------+**

**9 rows in set (0.00 sec)**

**CASE**

**SELECT** estudiantes.edad,

**case**

**when** estudiantes.edad > 39 **then** "es mayor"

**ELSE** "es menor que 39"

**END**

**FROM** estudiantes;

**+------+-------------------------------------------------------------------------------+**

**| 34 | es menor que 39 |**

**| 34 | es menor que 39 |**

**| 45 | es mayor |**

**| 34 | es menor que 39 |**

**| 34 | es menor que 39 |**

**| 44 | es mayor |**

**| NULL | es menor que 39 |**

**| 19 | es menor que 39 |**

**| 24 | es menor que 39 |**

**+------+-------------------------------------------------------------------------------+**

**9 rows in set (0.00 sec)**

En el case podemos hacer un intento de if en donde si una condición se cumple entonces se realiza una acción en este caso hemos hecho una simple comparación

**IFNULL**

**select** nombre\*(ced+**IFNULL**(edad,0)) **from** estudiantes;

+-----------------------------+

| nombre\*(ced+IFNULL(edad,0)) |

+-----------------------------+

| 0 |

| 0 |

| 0 |

| 0 |

| 0 |

| 0 |

| 0 |

| 0 |

| 0 |

+-----------------------------+

9 rows in set, 9 warnings (0.00 sec)

No permite que se devuelvan resultados null

**PROCEDURES**

**CREATE** **PROCEDURE** `consultarTodo`()

**LANGUAGE** **SQL**

**NOT** **DETERMINISTIC**

**CONTAINS** **SQL**

**SQL** **SECURITY** **DEFINER**

**COMMENT** ''

**BEGIN**

**select** \* **from** estudiantes;

**END**

CALL `consultarTodo`();

+------+-----------+------+

| ced | nombre | edad |

+------+-----------+------+

| 456 | rodrigo | 34 |

| 1000 | jose | 34 |

| 1001 | tann | 45 |

| 1002 | anuel | 34 |

| 1034 | jose | 34 |

| 1035 | daniel | 44 |

| 1038 | daniel | NULL |

| 1234 | alexander | 19 |

| 2133 | prom | 24 |

+------+-----------+------+

9 rows in set (0.00 sec)

Query OK, 0 rows affected (0.13 sec)

Heidysql crea el procedimiento de la manera en la que observamos arriba ,en este caso solo hemos consultado